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Zero-knowledge proof (ZKP) applications require translating high-level programs into arithmetic circuits—a
process that demands both correctness and efficiency. While recent DSLs improve usability, they often yield
suboptimal circuits, and hand-optimized implementations remain difficult to construct and verify. We present
TABBY, a synthesis-aided compiler that automates the generation of high-performance ZK circuits from high-
level code. TaBBY introduces a domain-specific intermediate representation designed for symbolic reasoning
and applies sketch-based program synthesis to derive optimized low-level implementations. By decomposing
programs into reusable components and verifying semantic equivalence via SMT-based reasoning, TABBY
ensures correctness while achieving substantial performance improvements. We evaluate TABBY on a suite of
real-world ZKP applications and demonstrate significant reductions in proof generation time and circuit size
against mainstream ZK compilers.
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1 Introduction

Zero-knowledge proof (ZKP) systems [Goldwasser et al. 1985] have recently gained significant
popularity among blockchain developers aiming to incorporate succinct verifiability and data
privacy into their applications. These systems enable users to prove knowledge of a secret without
revealing the secret itself, making them particularly valuable in blockchain contexts. Notably,
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privacy-centric digital currencies like ZCash [Ben Sasson et al. 2014] extensively utilize zero-
knowledge proofs, and ZKP is also integral to layer-2 blockchain scaling solutions [Polygon 2022;
Scroll 2022] by leveraging the succinct verifiability of ZKPs.

Technically, a zero-knowledge proof system involves two entities: a prover and a verifier. Given
an input I selected by the verifier, the prover seeks to generate a proof demonstrating knowledge
of a secret W that satisfies a specified relation R(I, W). In most ZKP systems, this relation R is
expressed through arithmetic circuits, which essentially represent polynomials over a finite field.
Programming within the ZKP paradigm can be challenging for those lacking deep domain-specific
knowledge of the underlying systems and the intricacies of writing zero-knowledge arithmetic
circuits. Developers essentially need to adopt two mindsets: a cryptography-oriented perspective,
knowledgeable about proving systems and foundational cryptographic principles; and an application
developer’s perspective, capable of intuitively handling public and private state to innovate and
design novel blockchain applications. In practice, ZKP programmers must balance programmability
and efficiency. Low-level frameworks and languages like Halo2 [Bowe et al. 2019] and Circom [Bellés-
Murfioz et al. 2023] allow expert developers to perform fine-grained optimizations but are difficult to
program and error-prone. High-level domain-specific languages (DSLs) such as Noir [Aztec 2022]
and Leo [Chin 2021] offer user-friendliness with high-level programming constructs but often at
the unacceptable expense of generating inefficient code, which can be up to 10 times slower [aayush
thoughts 2023] than programming at the circuit level.

After extensive performance comparisons between circuits generated by mainstream compilers
(e.g., Leo, Noir) and low-level circuits fine-tuned by domain experts, we identified the root cause of
this performance gap. Existing compilers translate circuits from high-level DSLs to predefined and
low-level polynomial constraints (i.e., standard gates) that encode the computation to be proven.
This inefficiency arises because for complex operations—especially those involving loops with
complex control flows—existing compilers natively unroll the loops, leading to a large number of
statements and variables. This, in turn, requires a large number of standard gates, increasing the
circuit size and consequently the proving time. To address this problem, domain experts bypass
the compilers and design custom gates that define specialized polynomial constraints tailored to
specific computational patterns within their circuits. By aligning the gate design with the specific
arithmetic patterns of the computation, developers can exploit the inherent structures within the
problem, reducing the number of gates and constraints needed.

However, designing custom gates on the fly and tailoring them for particular problems is non-
trivial because developers need to (1) understand the original computation and (2) design custom
gates that lead to equivalent computations while minimizing the number of polynomial constraints.
One potential way to mitigate this problem is to leverage super-optimization [Joshi et al. 2002]
to search for alternatives that can improve the existing circuit while preserving its semantics.
However, this straightforward strategy is infeasible in this domain: a circuit can contain millions
of gates, and a gate can be an arbitrary polynomial expression over field elements. Traditional
super-optimization techniques only scale to code of a few dozen instructions [Phothilimthana et al.
2016], making them unsuitable for handling the complexity of ZKP circuits.

In this paper, we introduce TABBY, a compiler for generating high-performance ZKP circuits.
TaBBy allows developers to have the best of both worlds by abstracting the complexity of optimizing
low-level circuits without incurring significant performance overhead. Our key insight is that,
instead of framing the problem as super-optimization at the gate level, we propose a circuit
intermediate representation that exposes crucial abstractions that domain experts typically use
during optimization. For instance, our DSL naturally supports important constructs and operations
in mainstream ZKP systems, such as gadgets for representing low-level custom gates, which are
frequently used by upstream applications. Second, unlike existing ZKP compilers that only perform
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standard compiler optimizations, TABBY leverages program synthesis [Feng et al. 2018; Solar-Lezama
2008; Torlak and Bodik 2014] to search for a new circuit that (a) is equivalent to the original one and
(b) leverages custom gates to reduce the proving time. Finally, as we show in our evaluation, even
with the aforementioned reduction, synthesizing high-performance circuits remains challenging
due to the large search space. To make our synthesis procedure scalable to real-world tasks, we
employ a goal-directed approach where the search is guided by the abstract semantics of the
original program (i.e., reference implementation). TABBY also leverages the data dependencies of
the original task to decompose a complex synthesis problem into smaller sub-tasks.

We evaluate TABBY on a diverse suite of real-world ZKP programs drawn from popular libraries
and application benchmarks. Our results show that TABBY consistently produces more efficient
arithmetic circuits compared to mainstream ZKP compilers [Aztec 2022; Bellés-Munoz et al. 2023],
yielding substantial reductions in proof generation time. To demonstrate its generality across
proving systems, we also adapt TABBY to target a STARK-based backend (Plonky3 [Plonky3 Con-
tributors 2024]), where it achieves significant performance gains in a case study, including up to
50x improvement in proving time.

In summary, this paper makes the following contributions:

e We present TABBY, a compiler for zero-knowledge proof circuits that balances programmabil-
ity and efficiency.

e TaBBY introduces a circuit intermediate representation exposing crucial abstractions like
gadgets to aid optimization.

e TABBY uses program synthesis to generate equivalent circuits that leverage custom gates,
significantly reducing proof generation time.

e TABBY outperforms mainstream compilers by generating 70% smaller circuits.

2 Background and Overview

In this section, we provide some necessary background on zero-knowledge proofs, followed by a
real-world ZKP circuit written in Noir [Aztec 2022] to explain the TABBY workflow.

2.1 Background

Zero-knowledge proofs. ZKPs enable a prover () to convince a verifier (V) that they possess
certain private data without revealing the data itself. A compelling example involves a computational
process C with public inputs (x) and private inputs (y). The prover’s goal is to convince the verifier
that the output z is the result of C(x, y), without revealing anything about y. ZKPs ensure that
the prover can demonstrate knowledge of y without disclosing any information about it. Among
various ZKP protocols, zZkSNARKSs stand out for their efficiency, offering compact proofs and fast
verification times. One of their key advantages is the ability to automatically generate a prover and
verifier from an arithmetic circuit that represents the computation.

Noir [Aztec 2022] is a domain-specific language designed for creating and verifying zero-
knowledge proofs using SNARKSs. It streamlines ZKP development with a syntax inspired by
Rust and abstracts the underlying cryptographic complexities. Noir supports familiar programming
constructs like functions, conditionals, loops, and user-defined types, making it accessible and
intuitive for developers, particularly those with Rust experience.

Figure 1 (A) shows a simple example in Noir [Aztec 2022]. In particular, Noir abstracts the under-
lying cryptographic complexities, allowing developers to focus on the logic of their applications.
Noir’s design allows it to be compatible with any Abstract Circuit Intermediate Representation
(ACIR) compatible proving system, such as PLONK [Gabizon et al. 2019], Groth16 [Groth 2016],
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and Marlin [Chiesa et al. 2020]. This flexibility makes Noir a powerful tool for developers working
on zkSNARK-based applications.

Proof systems, R1CS, and PLONK. In the world of zero-knowledge proofs, proof systems are
used to reduce arithmetic circuits to zero-knowledge proofs that ensure the circuit’s satisfiability,
given some input. Popular arithmetic circuit types include R1CS [Benarroch et al. 2019] and
PLONKish [Chen et al. 2023; Gabizon et al. 2019; Plonky3 Contributors 2024].

An R1CS (short for Rank-1 Constraint System) can be used to translate a computational problem

—
into a system of linear equations. More concretely, an R1CS is a relation %(z",A""k, Bk, C”Xk),
and it represents the computation as k linear combinations, expressed by a vector of inputs and
witnesses, and three matrlces At each step, we apply only a single gate, which roughly looks like
this: Xc k) Ai 7 - Die[k] Bi 2z - 2ierk) Gi 2" = 0. S0 at each step, we take the row i of the matrices

A, B, C and multiply each row individually with ?’) Thus, the A, B, C matrices encode the usage of
values in the input and witness vector at a given gate. Let’s go through an example: x* + 2x + 4 = 0.
To reduce this to an RICS relation, first, we need to flatten the program into a series of steps that
fit the constraint equation.

(sym; =x X x, sym,=sym;Xx, syms=2Xx, out=sym,+syms;+4).

This now gives us the names of all variables we will use in the R1CS inputs and witness vectors.

—
Thus, 2z will look like [1, x, out, sym1, sym2, sym3] and n = 6. Note that the “1” here is used for
constants in the computation, which will become clear in a moment. Next, we need to create our
“usage” matrices, named execution trace table, to track the evolution of variables and collect

ﬁ
intermediate values to construct the proof. Taking our previously created vector z", we can do this
easily step by step:
(1) First, we need to multiply x with x, and it should equal sym1. So, the first row of A and B
—
have element ‘1’ corresponding to x in z".

(2) Next, we are multiplying sym1 with x, and the output should equal sym2. Thus, the next row
of C has element ‘1’ corresponding to sym2:

(3) After the third and final step, we complete the relation ?R(?, Anxk gnxk C"Xk) as:

N
Z" = [1, x, out, sym1, sym2, sym3].

Ap =1[0,1,0,0,0,0]; A;=1[0,0,0,1,0,0]; A2=120,0,0,0,0]; As3=7[4,0,0,0,1,1]
By =1[0,1,0,0,0,0]; B;=1[0,1,0,0,0,0]; By=1[0,1,0,0,0,0]; Bs=1[0,0,0,0,0,0]
Co =1[0,0,0,1,0,0]; C;=1[0,0,0,0,1,0]; Cs=1[0,0,0,0,0,1]; Cs=[0,0,1,0,0,0].

An R1CS-based proof system can then take this relation and produce a zero-knowledge proof of
it with a given input for x.

PLONKish allows more complex polynomial constraints than R1CS, providing greater efficiency
and flexibility. For instance, Plonky2, a SNARK implementation based on techniques from PLONK
and used by Halo2 and Noir, organizes the execution trace table into three types of columns:

e Fixed columns: Contain constants that remain unchanged throughout the computation and
when the circuit is instantiated with different input values.

¢ Instance columns: Store public input values that are part of the statement being proved.

e Advice columns: Hold witness data, including intermediate and final results of the computa-
tion.
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The execution trace table captures all necessary data for constructing and verifying proofs. It
ensures the integrity and correctness of the computation by allowing each step to be checked
against the defined polynomial constraints.

Custom gates. In proof systems like PLONK and its derivatives, circuits are constructed using
polynomial constraints that encode the computation to be proven. While basic, predefined con-
straints (standard gates) are sufficient for representing simple arithmetic operations, they can be
inefficient for complex computations. This inefficiency arises because complex operations may
require multiple standard gates, increasing the circuit size and, consequently, the proving time.

Custom gates address the limitations of standard gates by allowing developers to define spe-
cialized polynomial constraints tailored to specific computational patterns within their circuits.
By aligning gate design with the specific arithmetic patterns of the computation, developers can
exploit inherent structures within the problem, leading to more compact and performant circuits.
By encapsulating complex operations into single, higher-degree polynomial equations, custom
gates reduce the number of gates and constraints needed, significantly decreasing both the size of
the circuit and the time required for proof generation and verification. An important insight is that
custom gates enable optimizations unattainable with standard gates, making them essential for
high-performance ZKP applications.

Signal rotation. Signal rotation is used in proof systems to express constraints between a signal’s
values at different positions in the execution trace. Specifically, it allows a circuit to relate the value
of a signal at one step to its value at another step, effectively shifting the reference point within
the trace. For shared signals consistent across steps, constraints can be imposed on their values at
different relative positions. For example, if a is a shared signal, one might enforce that the value of
a at the current step equals its value two steps ahead in the execution trace. Signal rotation enables
the expression of temporal relationships within the trace, which is particularly useful for encoding
iterative processes and recurrences compactly within the circuit.

Circuit optimization. Optimizing circuits can significantly reduce prover time when generating
proofs, making ZKP-based applications more practical and scalable for broader use. Improvements in
circuit efficiency directly impact performance and scalability in many privacy-focused applications
such as blockchain. Standard optimization techniques, such as eliminating redundant operations
and combining multiple operations into more efficient ones, are widely adopted. However, the
most effective optimizations are circuit-specific. Reducing circuit depth, minimizing constraints,
optimizing the use of arithmetic gates, and improving the execution trace table can further decrease
computational complexity. Efficient data structures that facilitate quicker access and manipulation
during circuit execution are also essential.

2.2 System Overview

In what follows, we give an overview of the TABBY system, the insights behind it, and how it works
to automatically optimize a circuit via program synthesis.

Circuit encoding. As circuit optimization is important for real-world applications, having a reliable
and effective procedure is non-trivial as many circuits require expert knowledge to apply valid
optimization. We show an example circuit and its optimization in Figure 1. Particularly, given an
array vals, the original circuit @ subtracts the sum of all its elements at odd (resp. even) positions
from that at even (resp. odd) positions if the initial sgn is true (resp. false). In the main function,
variable x is used as the final result, and within the for loop that performs the accumulation, sgn
is used as an alternating operator that adds (resp. subtracts) the current array elements to (resp.
from) variable x.
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ZK Program (Noir) Halo2 Circuit (f Cost = 80) Q

1 main (vals: [field; N1, sgn: bool, exp: field) { i A B C Q4 9k 9o 9w G
2 let x = 0; 0 [ vals[o]  sgn 4 2
3 for 1 in 0..N { 1| vals[1]  sgn 12
4 if sgn { ) 2 |=clo] =c[1] 11 A
(55 } el:e={x Sk 3 | vals[2]  sgn 1 2
7 X = x - vals[i]; 4 |=C[2] =C[3] 101 1
8 } 5| =C[4] vals[o] 1A A
9 sgn = lIsgn; 6 | =C[5] vals[1] 11 A
10 } 7 | =c[6] valsi2] 14 A
11 assert x == exp; 8|=cC71 e 114
12} i 0 9 | =c8 1

1

| Internal Constraint System (Noir)

sgn * (vals[0] - vals[1] + vals[2]) + (1 - sgn) * (-vals[0] + vals[1] - vals[2]) = O

2 * vals[0] * sgn + 2 * vals[1] * sgn + 2 * vals[2] * sgn - vals[0] + vals[1] - vals[2] - exp = 0

! Standard Gates
{C;L“E Compilation NOI)_, 4,111 ALi) + a1 - BIE) + qo[i] - CT{) + auli] - ALl - BIi] + qcli] = 0 C

g Halo2 Circuit (O’Cost =16)
ilA B C

Custom Gates

expand

R it
R =

0 vals[0] sgn

| 0
& Hand-Rolled by Experts . qlil- (A[{]+B[i]- (2-C[i]-1D)—A[i+1D=0 [ ________ > ; vals[1]
3

qlil- (1= Cli] - cli+1]) = 0 G e

= _ B o

= o

Fig. 1. Illustration showing how a circuit can be encoded as a trace table via standard gates for the Halo2
proving system (A — B — C — D). In order to optimize the size and performance of the circuit, experts
write custom gates to dramatically shrink the size of the generated trace table (A — E — F), which requires
non-trivial efforts.

In order for downstream cryptographic libraries to consume and process the circuit, prevailing
ZK programming languages and compilers (such as Noir [Aztec 2022] and Circom [Bellés-Mufioz
et al. 2023]) need to first convert the circuit into a structured math object that encodes equivalent
semantic meaning of the circuit (in its internal representation as shown in @). Figure 1 @ shows
such an object — a table — that is used by one of the popular ZK proving systems called Halo2 [Bowe
et al. 2019]. In particular, each row of the table represents a single step of the circuit’s execution
trace with the help of a special structure called gate. To see how, we show the standard gate used in
default ZK compilation in Figure 1 (@:

qrlil - Ali] +qrl[i] - B[i] + qolil - C[i] + qm[i] - A[i] - B[i] + gc[i] = 0,

where g1, qr, 9o, g and gc are fixed columns. The standard gate can be viewed as a template
for building constraints: one simply needs to choose appropriate values for the fixed columns to
express the desired polynomial operations. The remaining columns A, B and C will be filled with
instance (or witness) values by the prover. For example, if we plug in the values from each cell of
the table’s first row into the above gate, we then get the following concrete constraint:

0-vals[0] +0-sgn+ (-1) - C[i] + 2 - vals[0] - sgn + 0 = 0, W

which evaluates to 2 - vals[0] - sgn = C[i].

Equation 1 corresponds to the first term of the expanded version of the internal constraint system
@. When proving the correctness of the execution, one needs to submit the actual value of x during
execution, which is then plugged into Equation 1. Only when the result checks out, for example:

2 -vals[0] - sgn = C[i], where e.g., vals[0] = 2,sgn = 1,C[i] = 4 (2)
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Fig. 2. An overview of TABBY.

will the current term be proved correct. Therefore, by converting the entire execution trace of the
circuit using the standard gate we end up with the trace table in Figure 1 ), which corresponds to
a set of constraints that encodes the expected correct execution trace of the circuit.

Challenges for circuit optimization. In practice, the performance of a circuit is heavily affected by
the shape, and especially the size of its corresponding trace table. The trace table shown in Figure 1
@ contains a total of 80 cells (excluding the first indexing column), which is much larger than
one of the minimum possible encoding as shown in Figure 1 @ that has only 16 cells. In order
to achieve such a significantly smaller-sized trace table, it usually requires additional help from
the so-called custom gates — a more flexible form of constraint templates — as shown in Figure 1
@. However, writing custom gates that could 1) successfully encode the original circuit, and 2)
reduce the size of the trace table, is non-trivial and heavily requires expert knowledge. It took a
well-known team with two cryptography experts six months to derive an optimized version of a
ZK library for big integer arithmetics, which only contains 20 utility functions [0xParC 2023].

As the compilation from the original program to the trace table has a concrete requirement
(i.e., semantic equivalence) and objective (i.e., smaller-sized trace table), an optimal synthesis
algorithm can potentially help reduce the amount of expertise and manual effort required for circuit
optimization. However, directly searching for an equivalent set of custom gates that minimize the
size of the trace tables can quickly become intractable, as realistic circuits may have tables with
well over millions of rows [Scroll 2022], and there are potentially infinitely many configurations of
custom gates that express the same computation.

The key insight of TABBY is to constrain the space of synthesis search to a novel intermediate
representation (IR) which we call Lr. The design of L specifically proposes the gadget abstraction
to capture the set of computation patterns for which compiling to custom gates (instead of standard
gates) provides the most efficiency gains, as distilled from existing manual optimizations performed
by expert developers. Because expressing those computation patterns using custom gates already
provides substantial performance gains in the compiled circuits, TABBY merely has to search for an
equivalent gadget representation, thus avoiding the need for an expensive optimal synthesis search.

Framework overview. As shown by Figure 2, TABBY takes as input a circuit written in ZK pro-
gramming languages, and searches for its best configuration of custom gates that results in better
performance; TABBY returns a semantically equivalent circuit written in an intermediate represen-
tation language called Ljr, which can be compiled to a Halo2 circuit that has an optimized trace
table.

From within TABBY, a compositional synthesis procedure is invoked to search for the optimized
version of the given circuit. In particular, TABBY starts with a symbolic tracing procedure that pre-
processes the original circuit into its internal representation (IR). Then TABBY runs a compositional
analysis procedure that identifies different independent components of the circuit, where each
component corresponds to an IR snippet. For each component, TABBY then invokes a sketched-based
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Source Code Gadget-Free IR Program (Trace) Signal B
1 main (vals: [field; N], sgn: bool, exp: field) { X0 « 0;
2 let x = 0; sgn0 « sgn;
3 for i in 0..N { ( X1 « sgn0 x (X0 + Vals0)sreesrerrnnsrarensrans
4 if sgn { x2 « (1 - sgn0) x (x0 - vals0);
5 X = x + vals[i]; X3 « x1 + x2;
6 } else { sgn1 « 1 - sgno;
7 x = x - vals[i]; # )+ (
8 } x4 « sgnl x (X3 + Valsl); sresresssranpuusanannd
9 sgn = !sgn; X5 « (1 - sgn1) x (x3 - valsl);
10 } X6 « x4 + x5;
1 assert (x == exp); sgn2 « 1 - sgnil;
12} ) o (
X7 « sgn2 x (x6 + vals2);
x8 « (1 - sgn2) x (x6 - vals2);
X9 « x7 + x8;
sgn3 « 1 - sgn2; 4
):
o e 9 == H
Optimized £, Program X =P e
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signal A, B, C
@ cril < 1 - Cli-11;
@ A[i] « A[i-1] + B[i] x (2 x C[i-1] - 1)
}
main (valsO, valsl, vals2, sgn, exp) { @ Component 1
zgngflsgn- (sgn1 « 1 - sgn0) -«
G<3> ( ' (sgn2 « 1 - sgn1) * &—e
A= [x0; x1, x2, x3] (egiB = 1 = agid)
B = [valsO; vals1, vals2] @
C = [sgn0; sgnl, sgn2, sgn3] ( x1 < sgnl x (x0 + vals0);
) X2 « (1 - sgn0) x (x0 - vals0);
« X1 + x2;

X3 == exp %3

¥ ) 0 G
x4 « sgnl x (x3 + vals1);

x5 « (1- sgnl) x (x3 - vals1);
X6 « x4 + x5;

X7 « sgn2 x (x6 + vals2);
x8 « (1 - sgn2) x (x6 - vals2);

X9 « X7 + x8; @
)

Fig. 3. A walk-through example showing how TaBBY finds an optimized version of a given circuit.

Component 2

program synthesis procedure to search for its equivalent counterpart written in £g with optimized
complexity. Finally, by assembly of the £r snippets, TABBY produces an optimized version of the
circuit.

A walk-through example. We show with an example how TaBBY converts a circuit into its
optimized version in Lr in Figure 3, which breaks down to the following steps:

e Starting with the source code in Figure 3 @, TaBBY evaluates it into a program written in its
intermediate representation, i.e., a trace program, as shown in Figure 3 @). The trace program
gets rid of some high-level language structures such as loops by unrolling them. As loops in
ZK circuits should always be bounded as required from the underlying cryptographic design,
the trace program should completely unroll all iterations of a loop.

o After that, TABBY identifies patterns of computation from the trace program; for example,
OOOO is a repetitive pattern for value accumulation that appears multiple times in the
trace program, which could be “summarized” as a custom gate as it essentially describes a
constraint template that can be reused for each repetition.

o TaBBY performs a component analysis on the identified pattern and generates a dependence
graph for each statement within, as shown by Figure 3 @. The dependence graph is further
decomposed into smaller units called components in a deterministic procedure, such that
each component itself can be viewed as an independent code snippet for optimization. The
corresponding trace program for each component is shown in Figure 3 (®).
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p == g'm Program
m = .| ms Statement
P Expression: | mst Loop trace
o : ;G(n)((S = o)* Gadget i
| feF field constant | mGm((S=0)") adget expansion
. s u= Statement
| x variable . .
. . | x<e Variable write
| ede binary operation .
| e=e Constraint
| xlel array read | S[i+6] «e Signal assignment
c u= Statement: & . &
| x=ce assignment ¢ = Expression
- gnme | feF Field constant
| x[e] = e array write . .
| coc sequencin | ede Binary operation
’ q & | S[i+6] Signal rotation
| repeate {c} loop .
. . | x Variable
| ife{c}else {c} conditional N
| asserte = e constraint bou= c|sTet Loop trace
® € {t-x) g == gadget G {S*;s*} Gadget
> o o= [x%x] Signal literal
5§ € Z={0,1-12-2..}
n € N={012,...}

Fig. 4. Syntax of Lzk (left) and syntax of the intermediate representation Lr (right). Constructs colored in
blue can only appear in a gadget, while those in red cannot.

e Then for each component, TABBY invokes a sketch-based program synthesis algorithm that
searches for its equivalent version written in the proposed Ljr language. As shown in
Figure 3 @, TaBBY introduces a language construct called gadget, which encapsulates the
two synthesized custom gates @) and (@) which correspond to the pattern observed in ().
The gadget G is expanded in the main program that produces corresponding constraints.

e Through TaBBY's backend, the Lr program gets further compiled to a Halo2 circuit whose
trace table is then reduced to the size of 16, which is much smaller than the ones compiled
with the default configuration of gates.

3 Problem Formulation

The goal of this section is to precisely state our synthesis problem, which operate on our intermediate
representation (IR). To set the stage, we first present the syntax of Lz, a typical high-level DSL
for ZKP (Section 3.1). We then give the syntax and the semantics of our novel IR, L (Section 3.2),
and a set of translation rules from L7k to Ljr. We finally give a precise definition of the synthesis
problem in Section 3.4.

3.1 The High-Level ZK DSL Lzk

The high-level source language that we consider here — which we shall denote by Lzx— is extended
from a standard imperative language with (a fixed) finite field F as the base type and basic arrays,
similar to popular ZK DSLs such as [Aztec 2022; Bellés-Munoz et al. 2023; Liu et al. 2024]. As shown
in Figure 4 (a), the DSL is expressive, supporting arithmetic computation and basic control flow
such as loops and conditional. The DSL comprises two main constructs: expressions and statements.
An expression can be a field constant f € F, a variable, a binary field operation, or an array read.
Supported binary operations are addition +, subtraction —, and multiplication X, which are the
basic operations needed for field arithmetic.

Statements represent program logic and actions, such as variable assignments, array writes,
sequencing, loops, conditionals, and assertions. An assignment writes the value of an expression to
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x=0(1+0)
——  G-ConsT G-Rot
Lvkflf Lvkoli+d] | vix)
Lvie Jfi Lvie | fo h=fief Lvielf x=0(+0)
G-Binor G-ASSIGN
Lvier®e | f3 Lk (oli+6] «e) — v[x f]
Lvier | Lvikey | =
1l 2L fe fizf G-CONSTRAIN —— G-STEPO
LvE(e1=e) —v LvE () —v
’ ’ 7 ’7
LVES—V LV ks — v oSS G-UNROLLO
LvE (s;8") — v LvEG0)(S:0) — v
— RN
n>0 G = gadget G {_;s} LV [0/S]s — Vv 1+1L,V FGn-1) (S=0) — V'’

G-UNROLLS

LVvEG(n) (S=0) — V"’
Fig. 5. Semantics of gadgets.

a mutable variable, while array writes update specific elements in arrays. A REPEAT loop executes
its body statement for certain number of iterations, and conditionals execute different branches
depending on a boolean expression. Assertions are made via assert e; = e,, which checks if two
expressions evaluate to the same field element.

This DSL is particularly suited for defining arithmetic computations, program flow, and constraint
systems in a structured manner. Its integration of loops, conditionals, and assertions makes it
a powerful tool for applications in formal verification, cryptographic protocols, and privacy-
preserving systems, enabling the systematic construction and validation of complex computations.

However, because the original high-level language L7k contains complex control flows and
language features that are hard for program synthesis and optimizations, we next introduce our
circuit intermediate representation and the refined problem of synthesizing equivalent IR programs.

3.2 Circuit Intermediate Representation Lg

Our circuit IR Ljg provides a structured and formal way to represent the low-level computations
and constraints of a circuit. The most important construct in L is the gadget, which is designed
to both capture the powerful custom gate primitive provided by PLONKish proof systems [Gabizon
and Williamson 2020b] and distill computational patterns common to ZK circuits, such as mapping
(applying a transformation to an array of field values) and aggregation (accumulating values across
an array of field values. !

The syntax of Lr is shown in Figure 4 (b). Lr removes the high-level constructs such as loops,
conditionals, and arrays from Lz, and supports a more restricted set of operations and constraints.
The most important feature of L is the gadget abstraction:

e A gadget is a special function that represents a reusable computational building block of
circuits that is applied multiple times at consecutive time steps. A gadget is defined by a list
of parameters, which we call signals. Each signal encodes a finite time-series of values.

e The body of a gadget is a sequence of steps define the gadget’s behavior at each time step. A
step is a single action that can be either assignment or constraint. An assignment has the

1A primary example is the inner product computation, which maps two input arrays into one by multiplying them
element-wise, and aggregating over the multiplied values using sum.
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vim— v 0,vV Fs— v’
————  M-EmpTY m M-STtMmT
VE-— v VEm;s — v
P —
vim— v 0,v' F G(n)(S=0) — V"’
M-GADGET

J—
vEm;G{(n)(S=0) — v’

vEm— v
Vicik sy —vifor1<i<n Vn b (S215...352m) @ -~ @ (Sm1s...;Smn) — V'

M-TRACE
VEm; (5115 -5510) @ (S215---3520) ® -+ ® (Sm1s .- -3 Smn) — V/

Fig. 6. Semantics of Lg.

form S[i+ ] « e, where S[i + 8] refers to the 5-th element of signal S relative to the current
time step (denoted by symbol i), and e is the expression whose value will be assigned to
S[i + &]. A constraint has the form e; = e;, which enforces that the two expressions evaluate
to the same value.

e Expressions represent the values or computations within a step. They can be field constants,
binary operations, and formal parameters. An expression can refer to the §-th element of
signal S relative to the current time (denoted by symbol i) step using rotation S[i + §].

e Finally, a gadget can be expanded in an IR program with a set of signal literals (which will
replace the formal signal parameters during execution), and a natural number n that specifies
the number of times the gadget is applied. A signal literal o is a sequence of IR variables
[%_ns. . sX_1;%0, - -, Xm—1]. The first part [x_p, ..., x_1] is the initial state of the signal, and
the second part [xq, .. ., Xm,—1] is the main part of the signal. If ¢ is a signal literal, we use the
notation ¢[0] to refer to the first non-initial element of o.

The design of the gadget abstraction can also be thought of as an generalization of higher-order
functions map and fold to support 1) simultaneous mapping of multiple arrays and 2) folding across
multiple time steps, both of which are commonly exploited in PlonK circuits.

The semantics of gadget evaluation in given in Figure 5.2 We use ¢ to denote the index of the
current time step (initialized to 0), and v to denote the current environment that maps variables to
their (field) values (initialized to the environment of the gadget caller). The expression evaluation
judgment 1, v + e || f evaluates a gadget expression to field element f, and the statement evaluation
judgment 1, v - s — V' executes statement s, and returns an updated environment v’. In the rules,
we assume that signal names have been substituted with their corresponding signal literals. Finally,
we use the judgment v + p — v’ to denote the evaluation of Ljr program p from environment v
to v/, which sequentially evaluates each statement, loop trace, or gadget expansion in p. The rules
defining this judgment is straightforward, and can be found in Figure 6. Since a .Lg program p
is a list of gadget definitions followed by a main body m, we define the judgment v + m — v/,
which informally means evaluating the main body m with initial environment v does not violate
any constraint and yields an output environment v’. The rules defining this judgment evaluate each
statement, gadget expansion, and loop trace in m in sequence by threading through an environment.

Example 3.1. Figure 7 shows an example program that contains a gadget to compute the sum of
signal A and stores the intermediate results in signal B. The gadget uses B[i] and B[i — 1] to refer
to the current element and the previous element of signal B, respectively. The main program calls

2We omit the semantics rules for non-gadget part of the IR, since they are standard.
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1 gadget Sum {

2 signal A, B

3 B[i] <- B[i-1] + A[i]

4 }

5 main (x0, x1, x2, x3, expected) {
6 sum0 <- 0;

7 Sum<4>(

8 A = [x0, x1, x2, x3],

9 B = [sum0O; suml, sum2, sum3, sum4]
10 )i

11 sum4 == expected

12}

Fig. 7. An IR program that computes the sum of four input variables using a gadget.

l if lemA
mAp ={x—> 1| x>l €y, x - Iy € pp, I; # Iy, 1 fresh} 1 U pg(x) = ! xr—)l fisH
p1(x) otherwise

— — Tr-READ
P(pp2) = [l = h+ | x> 1€ pmhp] pEx = p(x)
xX)=0v [ fresh
S Tr-WRITE
Vb (x =€) 4pufx 1] ~w (I «yxo)
Fel = 01 F ey = 02
a ,y Tr-Cons
Vo + (asserte; = eg) 4y~ (y X (v1 —v2) =0)
Fei =0 TR R TR Fer=f#0 JpEco A p
K 1. PRZGH N 4 TR-IFTRUE e f PR ’,u 4 TR-IFFALSE
vsprifer {ci}else {c2}4p > p v.ut+ifer {c1}else {ca} 4 p" ~o p
HEer =0
yXoprerdp~wpr (I—y)Xoprcadpmp~py g =pmUp  p' =, p2) —_
vk ifer {c1} else {ca} 4 '~ (p1;p2;p”)
by Al v Wk eg A Fe=0
rATa K P1 )i,y 2 1A b2 Tr-SEQ a TrR-REPEATSKIP
Yok (c1; c2) A p" ~ (p1;p2) Y-t F repeat e {c} 4w €

pre=f#0  yurcAp ~p oy p Frepeat (f —1) {c} 4 pu"” o p’

m n TR-REPEATSTEP
Y, 1 Frepeate {c} 4y~ (pep’)

Fig. 8. Selected translation rules from Lzg to Lr.

this gadget with signal A containing a list of input variables, and signal B whose initial element is
sum_0, followed by intermediate sum variables. The main program then checks if the final sum is
equal to an expected input value.

3.3 From High-Level Program Lz to Circuit IR Ljg

The translation process for converting a high-level L7k program into a gadget-free circuit IR is
guided by a set of standard rules shown in Figure 8 [Ozdemir et al. 2022]. These rules transform
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high-level constructs such as variable assignments, constraints, conditionals, and loops into seman-
tically equivalent lower-level representations. The translation uses standard techniques of partial
evaluation (to unroll loops) and SSA transform (to represent mutable variables as logical variables).
We use heap p to map Lz variables to Lr symbolic locations, and field expression y to represent
the current path condition. We use the judgment y,u + s 4 ¢/ ~» p to denote that under path
condition y and heap p, statement s is translated to p and updates the heap to p’. The translation
produces intermediate representations expressed in terms of assignments, constraints, and loop
traces, which mark parts of the IR program as unrolled loops and are later used to synthesize
gadgets. Moreover, since we use a field expression to represent the path condition y, the Tr-Ir
rule traverses the then-branch of an if-statement with a condition value v by updating the path
condition y to y X v, since boolean conjunction is equivalent to field multiplication.

Basic statements. Assignments are translated into IR write operations. A fresh symbolic location
is allocated for the assigned value. Constraints are transformed into corresponding IR equality
constraints after evaluating both expressions. Both write operations and constraints are guarded
by the current path condition y.

Conditionals. If the branch condition evaluates concretely to a constant, then the appropriate
branch is taken. Otherwise, both the true branch and the false branch are explored under an
augmented path condition. The resulting heaps are merged using the LI operator, which combines
the two heaps by mapping variables with conflicting locations to fresh locations. Two sub-programs
p1 and p; are concatenated, and appended with p’ = ¢ (1, yz), which contains IR statements that
represent the ¢-nodes of the two branches.

Loop Translation. Loops with zero iterations are translated into an empty trace. For loops with
multiple iterations, each iteration is translated recursively, and the resulting traces are concatenated
with e.

3.4 Problem Definition

In this section, we formally state the main synthesis problem. Before doing so, we define several
auxiliary definitions.

Definition 3.2. (Partial program) Given a Ljg program p with loop traces, a partial program p’
is obtained from p by replacing each loop trace with a hole.

The goal of synthesis is to find the best completion of a partial program by filling in each hole
with a gadget expansion expression g (or a gadget g for short). To quantify the notion of cost
between different gadgets, we define the following generic cost function over gadgets:

Definition 3.3. (Gadget cost function ©) The gadget cost function © : ¢ — N maps a given
gadget g to its approximate cost in natural number.

The cost function © can be instantiated to take into account multiple factors that would impact
the performance of the prover (i.e., proving time and proof size), such as the number of signals
declared or the depth of g.

While © provides an abstract measure of a gadget’s cost to guide synthesis at the L level,
the actual cost of a gadget cannot be measured until it has been fully compiled into a circuit.
This is because each gadget g € G is ultimately realized as a set of constraints embedded into a
tabular layout, with its cost reflected by the number of distinct polynomial gates it uses, along with
the number of rows in which those gates are active. Formally, the layout cost of a gadget can be
expressed as:

6(9) = |Genabled| - IM(9)|,
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Algorithm 1 Synthesis algorithm.

1: procedure SYNTHESIS(p)
2 Input: Initial IR program p lowered from source program in L7k
3 Output: Optimized IR program p,
4 C,p’ < DECOMPOSE(p) > Decompose p into components C and partial program p’
5: G0 > Initialize solutions
6 & «— GENRANDOMEXAMPLES() > Initialize examples
7 for each c € C do > Iterate over each component p
8 g* < INFERSKETCH(c) > Infer a symbolic gadget sketch
9 while g «— ENUMERATE(g*) do > Enumerate feasible gadgets from sketch
10: if Equiv(g, c) then > Verify gadget is equivalent to component
11: Glel « g > Add synthesized gadget g to solutions
12: break
13: else
14: & « Cex(g,¢) > Learn counterexample
15: end if
16: end while
17: end for
18: po «— ASSEMBLE(G, p’) > Assemble synthesized G and partial program p’
19: return p,

20: end procedure

where Genapled 18 the set of polynomial gate expressions generated by g, and M(g) is the set of rows
over which those gates are instantiated. The goal is to realize each gadget g in a way that minimizes
the cost:

go = argming(g).
g

Although ¢ operates at a lower level of abstraction than ©, both aim to quantify implementation
cost, and are closely aligned in capturing resource usage that impacts prover performance.

Since we wish to synthesize L)r programs that are equivalent to some specification Ljr program,
we now define the notion of equivalence. Intuitively, two Ljr programs p; and p, are equivalent if
and only if from some initial environment, evaluating p; and p; either both succeed (passing all
constraints), or both fail (violating at least one constraint). The precise definition is given below.

Definition 3.4. (Lir equivalence) Given two Ljr programs p; and p,, we say p; is equivalent to
po if for any environment v, there exists some v; such that v + p; — v; if and only if there exists
some v, such that v + p, — v,. We use the notation p; = p, to denote that p; is equivalent to p.

Definition 3.5. (Program synthesis) Given a reference program p in £)g and a partial program
p’ obtained from p, the goal of program synthesis is to find a complete program p, by filling the
holes with gadgets such that a) p, = p according to the semantics of Lg, and b) the cost of ©(p) is
minimized.

4 Circuit Synthesis Guided by Abstract Semantics

In this section, we first overview our synthesis algorithm. We will then explain the salient compo-
nents of the algorithm in detail.
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4.1 Overview

The synthesis algorithm is shown in Algorithm 1. At a high level, our synthesis procedure follows
the well-established Counterexample-Guided Inductive Synthesis (CEGIS) paradigm [Feng et al.
2018; Solar-Lezama 2008]. In CEGIS, the synthesizer maintains two complementary phases:

e a synthesis phase, which searches for a candidate program that satisfies a finite set of
input-output examples, and

e a verification phase, which checks the candidate against the full specification and, if it fails,
produces a counterexample to refine the search space.

Our algorithm instantiates this loop at the level of ZK circuit IRs: components extracted from the
original program are synthesized into candidate gadgets, verified for equivalence via concrete
testing and SMT-based checking, and iteratively refined using counterexamples. This connection
to CEGIS ensures that the overall flow in Algorithm 1 is principled and systematically explores the
search space. We next outline how this process is tailored to our setting.

The algorithm takes as input an unoptimized IR program as input, and returns an optimized IR
program p, as output. Next, the synthesis algorithm decomposes the trace into a topologically sorted
list C of gadget components using data-dependency information (Section 4.2) and a partial program
p’ in line 4. It then initializes the map G which maps specification components to synthesized
gadgets to be empty. It also randomly generates a set of input examples.

The outer loop (line 7) iterates over each component in their sorted order. For each component
¢ € C, the algorithm performs a lightweight static analysis using INFERSKETCH (Section 4.3) to
obtain a symbolic gadget sketch g* that encodes the pruned search space.

In the inner loop (line 9), each feasible concrete gadget is enumerated from the sketch g* in
increasing syntactic complexity. Each candidate g is verified against the specification component ¢
using the EQuiv procedure, which checks the equivalence between candidate g and the specification
¢ using both concrete examples from & and an SMT-based bounded model checker (Section 4.4). If
gadget g is determined to be equivalent to component c, the solution map G is updated to map c to
solution g. Otherwise, the algorithm learns a counterexample from the SMT solver and visits the
next candidate. The outer loop continues until all components have been synthesized. Finally, the
procedure ASSEMBLE assembles the solutions &, and composes them with the partial program p’ to
obtain an optimized IR program p..

4.2 Decomposition

The purpose of the DEcomposE procedure is twofold. First, it identifies the parts of the IR program p
that benefit the most from being represented as gadgets, which are typically recurring computation
patterns. Thus, we locate and extract from the input IR program p the trace t; for the i-th innermost
loop:

ti = (5115 .551n) ® (S215---5S2n) ® - ® (S5 .. -5 Smn),

where m is the number of iterations in the loop trace t;, and n is the number of statements in each
iteration®. We refer to each (sji;...;5;,) as the j-th fragment of the loop trace t;.

Once all innermost loop traces have been extracted from the input IR program p, we replace them
with holes that will be filled with gadgets yet to be synthesized, resulting in a partial program p’.
Thus, an IR program p is decomposed into a set of innermost loop traces {ti,. .., tx} and a partial
program p’. Once synthesis is complete, the i-th hole of the partial program p” will be replaced
with the synthesized gadget(s) for trace ¢;.

3n must be the same for all iterations of the same loop, since ZK programs lack genuine control-flow
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x0 « 0;

sgn0 « sgn;
x1 « sgn0 x (x0 + vals0); SCC1
X2 « (1 - sgn0) x (x0 - vals0); sgn1, sgn2

X3 « x1 + x2;
sgnl « 1 - sgn0;

X4 « sgnl x (x3 + vals1);
x5 « (1 - sgn1) x (x3 - vals1); sgnt, sgn2
X6 « x4 + x5;
sgn2 <« 1 - sgnil;
+ (

sgn1, sgn2

X7 < sgn2 x (x6 + vals2);
X8 « (1 - sgn2) x (x6 - vals2);
X9 « x7 + x8; x3, x6 x3, x6
sgn3 « 1 - sgn2;
);
X9 == exp;

SCC 2
(@) £, Program p (d) Data-Flow Graph Gadget

Decompose (i) ‘ Analyze ’ ‘ Decompose (ii) ’ Synthesize

[ ( x1 < sgn0 x (x0 + vals0); S11 (sgn1 « 1 - sgn0) -
x2 « (1 - sgn0) x (x0 - vals0); S12 (sgn2 « 1 - sgnl) -
Fragment 14 X3 « x1 + x2; S13 (sgn3 « 1 - sgn2)
sgnl « 1 - sgno; S14
) o ( @
r x4 « sgnl x (x3 + vals1); S21 ( x1 « sgnl x (x0 + vals0);
i x5 « (1 - sgn1) x (x3 - vals1); S22 X2 « (1 - sgn0) x (x0 - vals0);
Fragment 24 X6 « x4 + x5; S23 X3 « x1 + x2;
sgn2 « 1 - sgn1; S24 ) (
ER x4 « sgnl x (x3 + valsl);
r X7 « sgn2 x (x6 + vals2); S31 X5 « (1- sgn1) x (x3 - vals1);
x8 « (1 - sgn2) x (x6 - vals2); S32 X6 « x4 + x5;
Fragment 3 X9 « x7 + x8; S33 ) o (
sgn3 « 1 - sgn2; S34 X7 « sgn2 x (x6 + vals2);
) x8 « (1 - sgn2) x (x6 - vals2);
X9 « x7 + x8;
b) Trace t .
® + Synthesize
X0 < 0: ' (e) Spec Components (To Be Synthesized)
sgn0 « sgn;
& Gadget
X9 == exp;

(c) Partial Program p’

Fig. 9. lllustration of an example decomposition procedure.

The second purpose of decomposition is to make synthesis scalable by further breaking down each
synthesis problem t; into a sequence of components C = [cy, ¢, . . ., cp], such that each component
¢; € C is a strictly smaller slice of the original loop trace t;, and the composition of the solutions to
components cy, . . ., cf, gives a solution to the original problem ;. To obtain such a component-based
decomposition for a trace t; with m fragments and n statements per fragment, we construct a
data-flow graph G = (V, E), where V = {1, ..., n} represents the indices of statements relative to
the beginning of the fragment. In graph G, there is an edge (k1, k2) € E if and only if there is a
write to some variable x in the k;-th statement and a read from the same variable x in the ky-th
statement in some fragment. We label each edge with the set of variables that are read and written
along the edge. Finally, we compute the strongly connected components of G to obtain the set of
synthesis components, and topologically sort them to obtain the sequence C of components.

Example 4.1. Consider the L trace program p shown in Figure 9, which is generated from
the Lzk program Figure 3. The program p has a single innermost loop trace ¢, with 3 fragments.
Decomposition first breaks down p into trace t and the partial program p’ (b). It then constructs
the dataflow graph shwon in (c). Each node i in the graph represents the i-th statement in each
fragment. There is an edge from node 4 to node 1, since variables sgn@ and sgn1 are written in
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Fig. 10. Sketch inference rules.

statements si4 and sy4, and read in sy; and s3;. The strongly-connected components consist of {4}
and {1, 2,3}, which give rise to components R and S to be synthesized.

4.3 Sketch Inference

Given the set C of decomposed components, we are ready to synthesize gadgets for each component.
Each gadget operates on a set of signals, each of which is a sequence of variables that occur in the
loop trace. We let S be the set of signals that can be extracted from the L trace program p by
identifying the elements that occur in the same relative position in each fragment as belonging to
the same signal. Two signals s; and s, are coalesced if a postfix of s; overlaps with a prefix of s,.
We use the notation 67! (x) = s to denote that we identify element x as belonging to signal s*.

Since each component ¢ € C may still be complex, we first infer a sketch, which is a feasible but
incomplete gadget program for c. The inference procedure INFERSKETCH relies on a static analysis
to compute the following two sets of signals from the loop trace:

e R:an over-approximating set of signals that can be read in the gadget sketch.
e W: an over-approximating set of signals that can be written in the gadget sketch.

Definition 4.2. (Abstract semantics over read-write set) Given a program p in language Lg,
we introduce an abstraction relation p =y S where ¢ € {R, W} to compute its read-write set of
signals using the inference rules in Figure 10.

Each rule in Figure 10 defines the read-write set semantics for the corresponding construct in L.
These semantics are used to compute the over-approximation set of signals that a program reads
from (R) or writes to (W). Then, when enumerating candidate gadgets, we only explore candidates
g whose abstract semantics are consistent with the abstracted p.

Example 4.3. Consider the specification component ¢, from Figure 9. Suppose we identify from
the loop trace the signal s = [vals@, vals1, vals?2]. Since the variables in signal s are read in ¢, if
c; =R S, then s € S by the READ-VAR rule.

4.4 Equivalence Checking

Once a gadget g is enumerated by Algorithm 1, a procedure EQuiv(g, ¢) is then invoked to verify
the equivalence between the proposed gadget g and the specification component c. Given the

4Every occurrence of a variable can only belong to exactly one signal.
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difficulty of scaling a fully-fledged symbolic equivalence checker to real-world circuits, we design
EqQu1v as a hybrid procedure that consists of two phases to improve its scalability: a testing phase
that incorporates test cases to quickly prune infeasible gadgets using concrete semantics, and a
verification phase that incorporates a bounded model checker to reason about potential violation
of the gadget against the component.

Test case generation. To verify the correctness of gadgets, the synthesizer runs a candidate gadget
against the specification loop trace on a set of concrete input test cases. We use a combination of
randomly generated inputs and actual witness values for these test cases. These witness values are
obtained by concretely evaluating the IR program from prover-provided input values in a standard
way ([Bellés-Murioz et al. 2023]).

Bounded model checking. If a candidate that passes all concrete test cases, the EQuiv procedure
then symbolically evaluates both the gadget g and the specification component c on a set of symbolic
inputs and checks whether their resulting output states are equivalent. The symbolic evaluator is
directly adapted from the concrete semantics as described in Figure 5.

The SMT formula is built as follows. Let Vgo be the set of variables that are read but not written
to in a specification component ¢, and Vyy be the set of variables that are written to in c. Then,
two Ljr programs p; and p, are equivalent if and only if all variables x € Vyy are assigned the
same values, and that the conjunction of all constraints in p; holds if and only if the conjunction of
all constraints in p; holds. The resulting SMT formula can be directly discharged by off-the-shelf
solvers such as CVC5 [Barbosa et al. 2022] equipped with the theory of finite fields [Ozdemir et al.
2023].

5 Implementation

In this section, we provide more details about the implementation of TaBBY, which is implemented
in approximately 7000 lines of OCaml. TABBY supports generating PLONKish circuits to the Halo2
backend. Given an optimized IR program, TABBY first translates it into a PLONKish circuit in a
syntax-directed way. TABBY also outputs a witness computation program to allow the prover to
supply input variables, from which the values of the remaining table cells can be automatically
derived, as standard [Bellés-Mufioz et al. 2023].

PLONK:ish circuit generation. Since an optimized IR program consists of a gadget-free part and
one or more gadgets, we describe their translation separately. Each assignment in the gadget-free
part is transformed into a 3-address code that contains addition and multiplication of variables, or
variable/constant assignments. Constraint statements are normalized into the form x = 0, where
x is a variable. After this translation, all assignments and constraints can be represented using
PLONK:ish standard gates and copy constraints (which copy operands to adjacent locations). For
each gadget, every step is translated into a custom gate in a straightforward fashion. We only use a
single table column to simplify the layout. So all signals in a gadget are interleaved into the same
column. All steps in the same gadget share the same fixed selector column. The final circuit is the
concatenation of the gadget-free part and all gadgets. We pass the resulting system of polynomial
equations and the concrete table values are passed to the Halo2 backend via PLAF to generate the
final circuit and proof.

6 Evaluation

In this section, we present the design and results of the evaluation for answering the following
research questions:
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Table 1. Basic statistics of the benchmarks collected. Note that “Utils” is a collection of multiple projects.

[ ZK Language | Project | Benchmark [ LOC | [ ZKLanguage | Project | Benchmark [ LOC |
has_ship 8,197 Utils Decgder 127
BattleZips check_for_collision 9,625 MultiAND 8,197
check_ship_range 630 BiglsEqual 3,014
check_for_hit 1,191 Circom BigLessThan 18,196
Noir Sudoku check_cards 169 Biglnt BigAddNoCarry 9,192
dotproduct 12,292 BigSub 17,868
fib 105 BigAdd 9,258
pow 259 BigModSumThree 2,067
Utils sqrt 2,098 BigModSumFour 2,069
SP1 sort 205 ModProd 518
Circom Num2Bits 4,104 BigSubModP 27,190
MultiMux1 12,292 Average 6,472

e RQ1 (Circuit Performance): How do the circuits generated by TaBBY perform compared to
those generated by state-of-the-art ZK compilers?

e RQ2 (Synthesis Performance): How effective does TaBBY perform for synthesizing optimized
circuits? How significant is the benefit of each key design in TABBY’s core algorithm?

¢ RO3 (Generality): How effective is TABBY’s algorithm in optimizing circuits in other ZK
programming languages and proof systems?

Benchmarks. We collected a set of 23 benchmarks from 8 real-world open-source projects writ-
ten in various ZK programming languages and zero-knowledge virtual machine (zkVM) (e.g.,
Noir [Aztec 2022], SP1 [Succinct Labs [n. d.]] and Circom [Bellés-Munoz et al. 2023]), which con-
tains wide coverage of usage of different ZK language constructs for various computational tasks
and libraries, e.g., math operations, games, cryptographic utilities, etc. Table 1 shows the basic
statistics of the benchmark suite: overall, each benchmark has an average of 5986 LOC after the
translation to L.

Evaluation metrics. To quantitatively evaluate TABBY, we organize our evaluation into two phases.
The first phase focuses on the performance of the synthesized circuits (RQ1), where the effectiveness
of each circuit is evaluated via the following metrics:

e Compile time measures the time spent compiling the high-level program into circuit.

e Proof size measures the length of the proof generated for a circuit by the backend crypto-
graphic library.

e Proving time measures the time spent for a prover to generate a proof with the target circuit.

o Table size measures the total number of cells of the assigned table, including the input/wit-
ness/fixed cells.

For the second phase (RQ2), we evaluate the performance of the synthesis algorithm from TaBBY
itself along with its core design choices, using the synthesis time as a metric to measure the
end-to-end time cost for TABBY to consume the original circuit and produce the optimized one.

Experiment setup. All experiments reported in Section 6.1 and Section 6.2 are conducted on a
MacBook Pro with an Apple M1 Pro CPU and 16 GB of memory. TABBY is written in OCaml and
compiled with OCaml 5.1.1. We evaluate the PLONKish circuits generated by TaBBy against those
generated by Noir (version 0.8.0), CirC (branch zsharp), and Circom (version 2.2.1). All compilers
are connected to a Halo2 backend of version 0.3.0 [Privacy & Scaling Explorations 2024a].> The

5The latest version of the CirC compiler uses incompatible Rust features against Halo2; hence, we use an earlier version of
CirC that supports Rust 1.82. For Circom-generated circuits, we employ a simple syntax-directed translation to convert
the output in R1CS format to Halo2 circuits. For Circ-generated circuits, we integrate CirC as a library within Halo2 and
convert its R1CS output to the unified R1CS format shared with Circom.
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Table 2. A comparison of circuit performance between those optimized by TaBBY and Noir.

Benchmark [ Compile Time (s) [ Proof Size (bytes) [ ProvingTime(s) [  Table Size (# of cells) |
[ Noir [ TasY [ Noir [ TasY | Noir [ TasbY | Noir | TABBY |
fib 1.03 0.43 1,760 | 384 (-78.2%) | 0.16 | 0.05 (-68.3%) 450 125 (-72.2%)
check_for_collision | 37.58 25.82 1,760 | 608 (-65.4%) | 29.0 | 0.48 (-98.3%) | 1,247,220 | 223,660 (-82.1%)
check_ship_range | 1.21 2.05 1,760 | 544 (-69.1%) | 1.04 | 0.71(-31.7%) | 12,600 8,365 (-33.6%)
has_ship 37.10 11.91 1,760 | 512(-70.9%) | 2851 | 0.66 (-97.7%) | 1,474,740 | 102,440 (-93.1%)
check_hit 141 0.22 1,760 | 416 (-76.4%) | 0.60 | 0.05(-91.7%) | 13,770 11,244 (-18.3%)
dotproduct 17.62 6.94 1,760 | 448 (-74.5%) | 16.15 | 3.52(-78.2%) | 180,180 | 61,470 (-65.9%)
check_cards 1.70 1.38 1760 | 544 (-69.1%) | 29.30 | 0.23 (-99.2%) | 1,888,470 | 24,240 (-98.7%)
pow 1.98 2.20 1,760 | 512(-70.9%) | 154 | 0.49 (-68.2%) | 31,950 5,115 (-84.0%)
sqrt 3.27 2.84 1,760 | 640 (-63.6%) | 2.91 | 0.12(-95.9%) | 78210 | 31,626 (-59.6%)
sort 145 374 1,760 | 512(-70.9%) | 0.60 | 0.23 (-61.7%) | 9,180 2,540 (-72.3%)
[ Averaged [1043 ] 575 [ 1,760 | 512(-70.9%) [ 10.98 | 0.65(-94.0%) [ 493,677 [ 47,083 (-90.5%) |
| Median [ 184 | 252 [ 1760 | 512(-70.9%) | 2.22 | 0.36(-84.0%) | 55080 | 17,742 (-67.8%) |

Table 3. A comparison of circuit performance between those optimized by Taesy and CirC.

Benchmark [ Compile Time (s) [ Proof Size (bytes) [ Proving Time (s) [ Table Size (# of cells) ]
[ GirC | Taeby | CirC| Taeey | CirC | Taeey | CirC | TABBY |
fib 0.06 043 1,760 | 384 (-78.2%) | 0.14 | 0.05 (-64.3%) 480 125 (-74.0%)
check_for_collision | 2.29 25.82 1,760 | 608 (-65.5%) | 52.06 | 5.95 (-88.6%) | 3,932,160 | 223,660 (-94.3%)
check_ship_range | 1.94 2.05 1,760 | 544 (-69.1%) | 48.93 | 0.71(-98.5%) | 3,932,160 | 8,365 (-99.8%)
has_ship 2.70 1191 1,760 | 512 (-70.9%) | 46.27 | 0.66 (-98.6%) | 3,932,160 | 102,440 (-97.4%)
check_hit 0.05 0.22 1,760 | 416 (-76.4%) | 0.33 | 0.05(-34.8%) | 7,680 11,244 (+46.4%)
dotproduct 0.56 6.94 1,760 | 448 (-745%) | 4.09 | 3.52(-13.9%) | 245760 | 61,470 (-75.0%)
check_cards 0.06 1.38 1760 | 544 (-69.1%) | 413 | 0.23(-944%) | 245760 | 24,240 (-90.1%)
sort 0.02 374 1,760 | 512 (-70.9%) | 051 | 0.23(-54.9%) | 15,360 2,540 (-83.5%)
[ Averaged [ 096 [ 656 ] 1,760 [ 496 (-71.8%) | 19.56 | 1.43(-92.7%) | 1,538,940 | 54,260 (-96.5%) |
| Median [ 031 [ 290 ] 1,760 [ 512(-709%) | 411 | 0.45(-89.2%) | 245760 | 17,742 (-92.8%) |

default timeout for evaluation of each benchmark is set to 60 seconds for proving and 10 minutes
for synthesis. The experiment of the case study in Section 6.3 is conducted on a Linux machine
equipped with 16 GB of memory, a 64-bit Intel(R) CPU @ 3.00 GHz with 8 cores, and a Ubuntu
22.04 operating system.

6.1 Performance of Synthesized Circuits (RQ1)

To find out how the synthesized circuits from TABBY perform, we compare them with those compiled
from Noir [Aztec 2022], Circom [Bellés-Murioz et al. 2023] and CirC [Ozdemir et al. 2022], the
state-of-the-art ZK programming languages and compilers. We show the evaluation results in
Table 2, Table 3 and Table 4.

Both TaBBY and Noir/Circom/CirC solve all the benchmarks and successfully generate their
corresponding circuits. Since Halo2 circuits have a tabular form, which in practice is a key factor
that affects the performance of a circuit, we measure the size of circuit table for each benchmark in
terms of the number of cells. As shown in the Table Size column of both tables, TABBY greatly
reduces the table size, with a median of 17,742 (resp. 79,366 and 17,742) cells compared to a median
of 55,080 (resp. 983,040 and 245,760) cells for circuits compiled by Noir (resp. Circom and CirC),
yielding a significant reduction of 90.5% (resp. 87.4% and 96.5%) as the average and 67.8% (resp.
91.8% and 92.8%) as the median.

In terms of the proof size, circuits generated by Noir and Circom have the same size (i.e., 1760
bytes) since they always use the standard PLONK gate in their compilation, which produces a fixed
number of columns for the circuit table and thus results in a constant proof size. Besides standard
gates, TABBY is capable of synthesizing custom gates on a per-circuit basis, which helps it reduce
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Table 4. A comparison of circuit performance between those optimized by TaBBY and Circom.

Benchmark [ Compile Time (s) |  Proof Size (bytes) |  ProvingTime(s) [  Table Size (# of cells) |
| Circom [ TasBY | Circom | TasBYy | Circom [  TasbY | Circom | TABBY |
Decoder 0.11 2.85 1,760 | 544 (-69.1%) 1.06 [ 0.38(-64.2%) | 30,720 3,918 (-87.2%)
Num?2bits 6.21 22.71 1,760 | 480 (-72.7%) | 17.41 | 0.59 (-96.6%) | 983,040 | 81,970 (-91.7%)
Multimux1 1.02 27.28 1,760 | 416 (-76.4%) | 30.34 | 4.95(-83.7%) | 1,966,080 | 81,935 (-95.8%)
BigIsEqual 0.62 331 1,760 | 576 (67.3%) | 17.01 | 2.40(-85.9%) | 983,040 | 30,126 (-96.9%)
MultiAND 1.07 251 1,760 | 416 (-76.4%) | 1530 | 3.33(-78.2%) | 491520 | 40,985 (-91.7%)
BigLessThan 1.84 7.63 1,760 | 544 (-69.1%) 7.91 0.29 (-96.3%) | 491,520 | 79,366 (-83.9%)
BigAddNoCarry 173 8.12 1,760 | 544 (169.1%) | 22.84 | 1.03(-95.5%) | 1,966,080 | 241,626 (-87.7%)
BigSub 175 1741 1,760 | 544 (:69.1%) | 3817 | 1.83(:95.2%) | 1,966,080 | 473,298 (-75.9%)
BigAdd 171 14.02 1,760 | 544 (-691%) | 2536 | 0.86 (-96.6%) | 1,966,080 | 241,605 (-87.7%)
BigModSumThree | 0.12 734 1760 | 544 (-69.1%) 1.35 0.27 (-80.0%) | 61,440 | 57,568 (-6.30%)
BigModSumFour 0.10 7.86 1,760 | 544 (-69.1%) 1.32 0.29 (-78.0%) | 61,440 | 57,582 (-6.28%)
ModProd 0.1 0.44 1,760 | 544 (-69.1%) 2.22 0.03 (-98.6%) | 122,880 | 3,731(-96.9%)
BigSubModP 0.26 29.94 1,760 | 576 (67.3%) | 98.25 | 1.65(-98.3%) | 7,864,320 | 819,568 (-89.6%)
[ Averaged [ 136 [ 1012 | 1,760 [ 520(-70.5%) | 15.02 [ 1.35(-91.0%) [ 1,458,018 [ 170,252 (-87.4%) |
[ Median [ 104 [ 79 | 1,760 [ 544(-69.1%) | 17.01 | 0.86(-94.9%) | 983,040 [ 79,366 (-91.8%) |

the proof size for an average of 516 bytes across all benchmarks, yielding a 70.9% (resp. 70.5% and
71.8%) size reduction compared to Noir (resp. Circom and CirC), with a maximum reduction of
78.2% in the fib benchmark, cutting the proof size from 1760 bytes down to 384 bytes. For the
worst-case scenario, TABBY is still able to reduce the proof size by more than 60%. In the comparison
of the actual proving time for each compiled circuit, TaBBY reduces the prover time cost by 94.0%
(resp. 91.0% and 92.7%) on average compared to that compiled from Noir (resp. Circom and CirC).

In terms of compile time, the results show that TABBY consistently achieves comparable compila-
tion latency compared to Noir, Circ, and Circom. As shown in the Compile Time column of all
tables, TABBY completes compilation in 5.74 (resp. 9.91, 6.56) seconds on average compared to 10.43
(resp. 1.36, 0.96) seconds for circuits compiled by Noir, Circom, and Circ. Across all benchmarks,
the compilation of TABBY terminates within 30 seconds, with a maximum of 29.94 seconds on
BigSubMoP and a minimum of 0.43 seconds on fib.

Result for RQ1: TABBY generates optimized circuits that have significantly improved perfor-
mance. In addition, the optimization strategy of TABBY brings more consistent improvement
across different kinds of circuits.

6.2 Performance of Synthesis Algorithm and Ablation Study (RQ2)

To find out how each of TaBBY’s design choices affects the core algorithm, we conduct an experiment
that compares the synthesis performance of the tool. In particular, we study the difference brought
by sketch inference (Section 4.3) and decomposition (Section 4.2); to do this, we create the following
ablative versions of TABBY:

e The Baseline Version (“Base.”) This is TABBY without sketch inference or decomposition.
o The Sketch Inference Version (“+S”) This is the baseline with sketch inference only.
e The Decomposition Version (“+D”) This is the baseline with decomposition only.

Also, we show the results in Table 5, where we refer to the full-fledged version of TaBBY as “Full”
for short.

As it takes an average of 7.32 seconds for the full version to optimize a circuit, it is solving more
benchmarks than all other ablative versions. In particular, it is over 54X faster than the baseline
version (respectively, 54X than the +S version and 18x than the +D version). A closer look at the
benchmarks solved indicates that both the sketch inference and decomposition actually help scale
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« 9

Table 5. A comparison of synthesis performance between TaBBY and its ablative versions. “-” means statistical
data is not available due to timeout for the corresponding ablative version.

Synthesis Time (s Synthesis Time (s

Benchmark } Base.}[, +S [ +D ([)Full % Benchmark } Base.T +S | +D ([)Full %
fib 0.01 0.01 0.01 0.01 sort - - 7.82 7.17
check_for_collision - - 26.92 4.39 Decoder - - 0.26 0.07
check_ship_ranges - - 1.55 0.11 Num?2Bits - - 4.00 0.35
has_ship - - - 12,51 MultiMux1 0.93 0.95 0.93 0.93
check_hit 0.01 0.01 0.01 0.01 BiglIsEqual - - 0.21 0.06
dotproduct 6.02 6.02 6.2 6.04 multiAND 1.04 1.03 1.04 1.05
check_cards 0.11 0.10 | 0.11 0.10 BigLessThan - - 8.68 0.82
pow - - 1.98 1.93 BigAddNoCarry - - - 11.47
sqrt - - 2.01 1.98 BigSub - - - 11.79

[ Average [ >400 [ >400 [ >136 [ 7.32 |

the algorithm up to more complex benchmarks. Specifically, decomposition is critical in ensuring
that synthesis can terminate within the 10-minute timeout period, while sketch inference helps
further cut down the synthesis time.

Result for RQ2: TaBBY performs more scalable synthesis than the baseline, and both of its
core design choices (sketch inference and decomposition) are important to TaBBY’s synthesis
performance.

6.3 A Case Study of TaBBY for Optimizing Other Languages (RQ3)

Although we target PLONKish circuits in the previous experiments, with additional engineering
effort, TABBY can be adapted to a similar arithmetization that supports a primitive notion of state-
transition functions via custom gates. In this case study, we describe how TABBY can be applied to
synthesize optimized AIR [StarkWare Industries 2020] circuits, another popular arithmetization
behind zkSTARKSs [Ben-Sasson et al. 2018]. In AIR, the circuit is also represented by a table. Each
row of the table is a state, and constraints can be either state initialization, state transition functions
that are applied to intermediate states, and state finalization.

We use the Fibonacci computation as our case study. The source program in Lz is shown in
Figure 11 (b). Given this program as input, TABBY finds an optimized IR program, in which the
Fibonacci computation is summarized as the (obvious) custom gate that computes the current
Fibonacci number based on the previous two numbers. The corresponding AIR program, written in
an idealized AIR DSL (similar to Plonky3 [Plonky3 Contributors 2024]), is shown in Figure 11 (c).
The corresponding AIR table filled with witness values is shown in Figure 11 (d).

Empirically, we find that TABBY can synthesize AIR circuits with a similar performance as the
PLONKish circuits. When the loop of the Fibonacci program is executed 22° times, we obtain an
AIR table of size 2 = 22°, as expected. Proving this circuit in Plonky3° results in a proving time of
30.5 seconds. For comparison, we compile a similar Fibonacci program using SP1 [Succinct Labs
[n.d.]], a ZK compiler implemented in Plonky3 that supports Rust as the source language. ’. We
obtain a proving time of 1,501 seconds. That is, TABBY generates a circuit that yields a 50x speed
up in proving time.

busing the default Mersenne31 field with prime p = 231 — 1
"We note that SP1 uses a VM-based architecture and leverages recursive proofs, so the running times may not be comparable.
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1 main () { 1 gadget F { 1 when first_row { A B
2 let x = 0; 2 signal A, B 2 assert curr.A == 0;

3 let y = 1; 3 A[0] « B[-11; 3 assert curr.B == 1; 0 1
4 for _ in 0..5 { 4 B[0] « A[-1] + B[-1] 4

5 let z = x +y; 5 5 when transition { 1 1
6 X =y; 6 main () { 6 assert next.A == curr.B;

7 y = z; 7 X0 « 0; 7 assert next.B == curr.A + curr.B; 1 2
8 8 yl < 1; }

9 assert (x == 5); 9 F<5> ( 9 when last_row { 2 3
10 3} 10 A = [x0; x1, x2, x3, x4, x5], 10 assert curr.A == 5;

1 " B = [y0; y1, y2, y3, y4, y5] 1 } 3 5
12 12 ) 12

13 13 3} 13 5 8

(@) (b () (d

Fig. 11. A case study of Fibonacci computation in AIR. (a) A Lzk program that computes the 10-th Fibonacci
number; (b) The Fibonacci gadget synthesized by TABBY; (c) The AIR constraints of Fibonacci computation; (d)
The AIR table.

Result for RQ3: TABBY can be generalized to optimize circuits and achieve performance gains
in other arithmetization schemes.

7 Related Work

In this section, we examine the most closely related works relevant to our proposed approach.

Zero-knowledge proof systems and arithmetizations. zk-SNARK [Ben-Sasson et al. 2014] is one of
those prevailing ZK proof systems used in real-world privacy-aware application domains, such as
blockchains and authentication systems, where anonymous transactions and trustless verification
are indispensable. There are many realizations and variants of the zk-SNARK proof system, such
as Groth16 [Groth 2016] and PLONK [Gabizon et al. 2019], where Groth16 is based on R1CS
arithmetization and PLONK is based on PLONKish arithmetization, which considers a more general
class of polynomial equations over finite fields. Variants of PLONK (e.g., HyperPLONK [Chen et al.
2023], TurboPLONK [Gabizon and Williamson 2020b] and UltraPLONK [Williamson 2021]) share
the same PLONK style arithmetization, with compatible extensions, which are collectively referred
to as PLONKish arithmetization.

zk-STARK [Ben-Sasson et al. 2018] is one of the other popular ZK proof systems, whose typical
realizations such as Cairo [Goldberg et al. 2021] base themselves on AIR? arithmetization. Since
AIR is usually considered as a restricted form of PLONKish arithmetization, TABBY can also find
itself applicable.

ZK languages and compilers. Languages specifically designed for writing ZK programs have
been a popular topic for both research and industrial work. They all compile ZK programs into
their corresponding ZK components, but with a different focus. Languages like Circom [Bellés-
Muiioz et al. 2023], ZoKrates [Eberhardt and Tai 2018], and Noir [Aztec [n.d.]] focus on creating a
definition of a higher-level domain-specific interface that abstracts out the tedious and error-prone
ZK constraint manipulation, leaving the developers with a set of general-purpose operators for
describing their computation. Other languages like Leo [Chin 2021], Cairo [Goldberg et al. 2021]
and zkEVM [Privacy & Scaling Explorations 2024b; Scroll [n. d.]] elaborate more on the close
binding of ZK language constructs with blockchain platforms (such as Ethereum and Starknet),
where more complicated operations are packed into APIs. While many of those languages are

8AIR is short for Algebraic Intermediate Representation.

Proc. ACM Program. Lang., Vol. 9, No. OOPSLAZ2, Article 332. Publication date: October 2025.



332:24 Junrui Liu, Jiaxin Song, Yanning Chen, Hanzhi Liu, Hongbo Wen, Luke Pearson, Yanju Chen, Yu Feng

built upon Halo2 [Zcash [n. d.]], rather than stacking on top of it, the most recent ZK languages
instead seek for a “horizontal” extension by creating ZK virtual machines for general-purpose
programming languages. For example, both RISC Zero [RISC Zero [n. d.]], SP1 [Succinct Labs [n. d.]]
and Jolt [Arun et al. 2023] “decorate” Rust constructs with their corresponding ZK constraints. This
shortens the compilation workflow and makes the ZK compiler behind the virtual machine and its
optimization a critical and challenging topic.

ZK intermediate representations and compiler optimization. Arithmetization is one kind of in-
termediate representations (IRs) that many ZK compilers directly build upon. For example, Cir-
com [Bellés-Muiioz et al. 2023] compiles its programs into R1CS, and performs constraint-level
optimization [Albert et al. 2022]. For PLONKish arithmetization, [Ambrona et al. 2022] uses a
predefined set of rewrite rules to manually optimize TurboPLONK circuits, while the static analysis
framework proposed in [Soureshjani et al. 2023] to detect common circuit security vulnerabilities
may be adapted to perform simple optimizations. Leo [Chin 2021] programs get compiled into an IR
called Aleo before converting into R1CS. As Aleo preserves high-level semantics, typical compiler
optimization techniques such as constant folding and propagation, loop unrolling and function
inlining, can all be applied on the application level. There are also architectures that support
compiler optimization, such as plookup [Gabizon and Williamson 2020a] and CirC [Ozdemir et al.
2022].

There are also dedicated IRs that enables compiler optimization towards different goals. For
example, Noir [Aztec [n.d.]], Chiquito [Privacy & Scaling Explorations [n.d.]] and Juvix [Anoma
2021] are designed for better usability as well as compatibility with specific blockchains. Copa [Liu
et al. 2024] is designed for composing safe ZK circuits. CirC [Ozdemir et al. 2022] focuses more on
compatibility between different ZK langauges. As the IRs mentioned focus more on usability and
language compatibility, TABBY demonstrates a focus on performance optimization for ZK circuits.

Program Synthesis. While prior work on optimizing ZK circuits has primarily focused on domain-
specific compiler techniques, our approach is also deeply informed by advances in program syn-
thesis, especially sketch-based [Solar-Lezama 2008; Torlak and Bodik 2014] and component-based
synthesis [Feng et al. 2018, 2017a,b; Jha et al. 2010]. Sketch [Solar-Lezama 2008] pioneered the use
of partial programs with holes and constraint-based completion via bounded verification, a strategy
that underpins TABBY’s synthesis of low-level gadgets from partially specified templates. TABBY
leverages similar bounded symbolic evaluation techniques, but applies them in a domain-specific
intermediate representation designed for ZK circuits.

TaBBY is also inspired by component-based synthesis approaches [Feng et al. 2018, 2017a,b;
Wang et al. 2017], which construct complex programs by composing reusable subcomponents,
often guided by lightweight pruning techniques based on abstract semantics. Systems such as
Neo [Feng et al. 2018] and Morpheus [Feng et al. 2017a] combine symbolic reasoning with search
over a component library, leveraging abstract specifications to navigate the synthesis space. TABBY
adopts a similar philosophy, decomposing programs into small, equivalence-preserving units and
assembling optimized circuits from a growing library of synthesized gadgets. These connections
place TaBBY at the intersection of ZK-specific circuit optimization and general-purpose program
synthesis research.

Recent work has applied program synthesis to cryptography compilers, particularly for homo-
morphic encryption (HE) circuits [Cowan et al. 2021; Lee et al. 2020]. While both ZK circuits and
HE circuits share the “circuits” abstraction, they differ substantially in their computation and cost
models. For instance, the FHE circuits studied in [Lee et al. 2020] are simple Boolean circuits with
cost models based on circuit multiplicative depth. In contrast, ZK circuits support richer primitives,
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including large finite fields, equational constraints, and non-determinism, which introduce signifi-
cantly greater complexity in both reasoning and cost modeling [Ozdemir et al. 2023]. Despite these
differences, prior work in this area largely relies on established program synthesis techniques such
as rewrite-based optimization [Lee et al. 2020] and sketch-based synthesis [Cowan et al. 2021], the
latter of which is closely related to the approach adopted by TaBByY.

8 Conclusion

We introduced TABBY, a synthesis-aided compiler that brings together high-level programming
abstractions and low-level performance optimization for zero-knowledge proof (ZKP) circuits.
TABBY is built around a domain-specific intermediate representation that exposes opportunities for
arithmetic-level reasoning, and it applies sketch-based program synthesis to automatically discover
and verify optimized circuit implementations.

Our approach enables developers to write ZK applications in high-level languages while still ben-
efiting from performance typically reserved for hand-optimized circuits. By decomposing programs
into reusable components and verifying equivalence through SMT-based symbolic evaluation,
TABBY ensures correctness without sacrificing efficiency.

We evaluated TABBY on a suite of real-world ZKP programs, demonstrating that it consistently
reduces constraint counts and proof generation times across different proving backends, including
both PLONKish and STARK-based systems. These results illustrate the potential of applying formal
techniques—particularly symbolic reasoning and component-based synthesis—within compiler
infrastructures for cryptographic applications.

Data-Availability Statement

The source code, benchmarks, and scripts utilized in the experiments are available as an accompa-
nying artifact [Liu et al. 2025].
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